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1. INTRODUCTION
The increased complexity and cost of modern service and manufacturing systems, coupled with the
advances in computer and simulation technologies, have led to an extensive use of simulation. Parallel
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to this development, simulation languages, and products have also proliferated. In the early 1970s,
there were only a few special-purpose languages such as SIMSCRIPT, Q-GERT, GASP, GPSS, and
DYNAMO, and general-purpose languages such as ALGOL, PL/1, and FORTRAN (Nance 1996;
Schwab and Nisanci 1992). Initially, the most significant use of simulation was by the military.
Currently, simulation plays a significant role in almost every major service and manufacturing in-
dustry throughout the world. The Directory of Simulation Software published by the Society for
Computer Simulation (Rodrigues 1994), lists 174 simulation products that are available in the mar-
ketplace. The annual Buyer’s Guide of simulation software (Institute of Industrial Engineers 1999)
lists 27 companies providing 40 simulation software products. Twenty-eight simulation products are
listed under the categories of general purpose simulation software, manufacturing-oriented software,
business process engineering, simulation-based scheduling, animators, simulation support software,
and optimization (Banks 1998a). The simulation software market is very dynamic, resulting in many
mergers and new companies replacing the existing ones. There are many more products that are in
various states of development and use at companies and universities. Most major companies employ
at least one simulation specialist on staff or have developed a close relationship with a consulting
firm that offers simulation service. Major manufacturers started requiring simulation analysis prior
to approving significant capital expenditures as early as the 1980s (Krepchin 1988; Schwab 1987).
This soaring interest in simulation and the simultaneous availability of PCs have produced a corre-
sponding growth in simulation companies and products. Simulation products can be divided into two
distinct categories: simulation tools and associated /complementary products. Traditionally, simulation
tools include languages and simulation packages (sometimes called simulators). However, the differ-
ence between languages and packages seems to disappear over time. A simulation package may have
all the power of a simulation language. Complementary products are used to support simulation
serving as front and back ends.

1.1. Simulation Languages

Simulation languages allow the user to mathematically describe a process using constructs and syntax
specifically designed for the analysis of dynamic and stochastic systems (Smith 1987). Early simu-
lation models were coded in general-purpose procedural languages such as FORTRAN. This approach
resulted in spending a large percentage of time developing, debugging, and verifying the model. The
new languages alleviated most of these problems by significantly eliminating the need for program-
ming. Most modern languages have an internal simulation clock, entity tracking, some form of
statistical output, and animation capability. Typically, modern simulation languages have the ability
to handle a broad range of problems and are flexible enough to handle complex decision rules.

1.2. Simulation Packages

Simulation packages have been in development for the last 15 years. They are a product of simulation
companies’ and simulation users’ desire for the benefits of simulation and a belief that the simulation
process should be accomplished more easily and results produced more quickly. All packages use
some programming language as the base language, but some packages use a specific simulation
language (e.g., Arena uses SIMAN, and AweSim uses Visual SLAM). All packages are designed to
make the model-development phase much easier by limiting the number of constructs, providing a
menu-driven format, presenting fill-in menus, and tying simulation and animation together. Today,
all simulation packages are designed for specific industries such as manufacturing, communication,
supply chain management, and business process improvement.

1.3. Complementary Products

Complementary products include all simulation support software, which are usually developed in-
dependently and later incorporated into a package as a front or end use. Some examples consist of
curve-fitting programs, input data generators, scenario builders, programs for file management and
data handling, graphics and animation builders, and optimization programs. The vendor of the pack-
age or the users of the package develop some upon a perceived need, such as specific material-
handling extensions or applications. Some of the popular complementary simulation products are
(Banks 1998a; Institute of Industrial Engineers 1999):

• ExpertFit (Averill M. Law & Associates): Automatically determines which of 39 probability
distributions best represents a data set. It puts the selected distribution into the proper format
for 30 simulation products. ExpertFit provides goodness-of-fit tests, more than 30 graphical
plots, a distribution viewer, and batch mode operation.

• StatFit (Geer Mountain Software): Fits input data to one of 21 theoretical continuous and dis-
crete distributions and provides relative comparisons between distribution types.

• Proof Animation (Wolverine Software Corporation): Provides animation for discrete event sim-
ulation software.
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• OptQuest (OptTek Systems): An optimization tool that guides the process of selection of system
inputs and then executes the model by running alternative scenarios for each set of inputs in
order to enhance system performance (Laguna 1997; Glover and Kelly 1999). OptQuest is
available with ARENA, Micro Saint, and Taylor ED.

• SimRunner: Given the input factor levels and system performance measures, SimRunner is
employed in two stages. The first stage involves determining the important input factors, and
the second stage involves determining the best factor levels to improve the system performance.
It is included in ProModel’s optimization module (Heflin and Harrel 1998).

2. SELECTION STRATEGY
Even with the tremendous increase in the number of simulation products and simulation companies,
the selection of simulation tools need not be difficult if an organized approach is developed. This
includes two key elements: the development of a strategy for the use of the products and the knowl-
edge of the characteristics required in the products (Schwab 1987). The strategy has an impact on
the features of the tool that is chosen. The features of the tool should be tailored for the people and
uses of that tool. Strategy development for the use of the product is essential for the product’s benefits
to be fully exploited. A good strategy addresses how the tool will be used, who will use the tool,
how the users will be trained, and how the users will be supported. In developing such a strategy, it
would be useful to establish a team consisting of those who will use, maintain, and provide support
for the product.

2.1. Establish the Uses of the Tool

First, the type of application for the tool should be specified. Types of application include:

• One product for one application
• One product for multiple applications
• Multiple products for multiple applications

Typically, individuals charged with investigating simulation tools start by selecting one product
for one application. This allows for a fair evaluation of the specific simulation product in an appli-
cation for which it was designed. This approach also minimizes start-up and training costs.

The one-product-for-multiple-applications approach is particularly helpful in integrating opera-
tions separated by distance or function. Selecting one product allows for a common communication
tool that can be understood by everyone trained in the tool. In selecting only one tool for all appli-
cations, some sacrifice may be made in terms of modeling efficiency. Each product has features that
make specific model development easy. As an example, CACI offers a product (COMNET) to design
communication systems, and AutoSimulations (AutoMod) makes automatic guided vehicle systems
design easy. Selecting only one product allows for standardization, model sharing, and communication
but risks some inefficiency in model development.

The multiple-products-for-multiple-projects approach has the opposite advantages and disadvan-
tages of the previous approach. It always allows for the selection of the most appropriate tool for the
application. This approach is essential for consulting firms offering simulation services to diverse
companies. A broad range of products and abilities is necessary to meet the diverse needs of clients.
The disadvantage to this approach is a dilution of simulation personnel. If people must be trained on
a number of products, then specialization in any one tool is sacrificed. As more people are cross-
trained on various products, training costs increase. However, more flexibility and diversification is
achieved.

Second, it is important to have an understanding of the specific use to which the tool will be put.
The tool may be used for evaluation purposes such as the analysis of different layout alternatives for
a manufacturing system. It may then be used for detailed design to define and fully describe the
operational characteristics of the system. The tool may also be used in narrow application such as
the design of communication systems or automatic guided vehicle systems. The product itself, how-
ever, may be used in broad applications from preliminary design to detailed design.

2.2. Select the Users of the Tool

Users of the simulation tool play an important part in its success. Matching the wrong people to the
right tool is just as dangerous as matching the wrong tool to the project. Users of simulation may
have a broad educational background and work experience. A flexible approach to the education and
experience of the simulation user must be considered in the selection of a product. This also influences
training requirements, which are discussed later. If personnel options are limited, then the training
program for these individuals must be flexible enough to compensate for their varied backgrounds.
On the other hand, if no time or money is available for training, then individuals must be chosen
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with enough previous training and experience to begin work on simulation projects immediately.
Personnel selected for simulation projects should meet several criteria:

• Familiarity with the general process
• Analytical and computer skills
• Knowledge of probability, statistics, and design of experiments

Simulation is not just computer programming. A simulation analyst must be proficient in all of
the above areas. Simulation tools are statistical tools; therefore, an understanding of statistics is
essential to make effective use of any simulation product.

2.3. Design the Training Program

Even if the software supplier is to be the primary source of training, it is important to establish a
comprehensive training plan as an integral part of an overall simulation strategy. The training plan
should include the following major areas:

• Fundamentals: The fundamental issues related to the use of simulation tools might include
training in the simulation process, data collection and preparation, model building, experimen-
tation, and input and output data analysis. All of these areas can be taught by linking them to
a specific simulation tool.

• Tool training: Training in the use of the tool is critical. Ideally, the training is accomplished
over a number of days and includes an exposure to all the features of the tools. Instructors need
to provide a wide range of examples and have extensive simulation experience in order to answer
the questions of trainees effectively. Trainees should attend simulation classes with specific
work-related projects and should begin working on them immediately after training. This helps
cement the concepts of the class firmly in the minds of the trainees. Professional training and
frequent use represent the only way to become proficient with any simulation tool.

• Application training: Many users of simulation products find it difficult to begin to use the
product for a specific task even after they have received training in how to manipulate it. It
may be necessary to show users how to use the product as it specifically applies to their work.
An example of this would be a warehouse engineer who takes simulation training where most
examples in the class are from manufacturing. The engineer may find it difficult to return to
the job and immediately make application to the warehouse. This difficulty may be overcome
by allowing the new simulation person to work with and be quided by an experienced simulation
person. Another alternative might be to retain a consulting firm to develop the first model and
allow the new simulation person to follow and assist in the entire model-development process.
All new users should be taught the use of gradual complexity in the model-building process.
They need to start with a simple representation of the process and get the model running. Then
they can gradually add more and more complexity until the process has been modeled com-
pletely.

• Programming: Within the framework of modern simulation tools, what the users need to pro-
gram today is more like programming an Excel spreadsheet than programming per se. However,
some simulation tools provide use of an underlying language such as FORTRAN, Pascal, or C
in addition to the syntax for the simulation language. This feature enables the user to program
complex decision rules and other logic not capable of being handled by the simulation language
itself.

• Hardware and operating system: New users may be unfamiliar with the hardware on which the
simulation software runs, as well as the operating system utilized on the computer. A short
course covering these topics enhances productivity.

2.4. Assess Support Needs

Care should be taken to determine in what manner the users will be supported. Obviously, if there
is only one user, then the only reasonable approach is to depend on customer support from the
software supplier. However, a site with multiple users presents some opportunities for self-support.
As an example, one person at the site could be designated as the simulation support for everyone
and could spend a certain number of hours each week learning more details about the simulation
tool. This may result in faster problem resolution. Responsiveness to support needs, means of pro-
viding support, and geographical proximity of the support services need to be considered in selecting
vendors
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3. EVALUATING SIMULATION TOOL CHARACTERISTICS
Number of studies exist related to simulation software evaluation criteria and methodologies (Tumay
and Harrington 2000; Banks 1998a; Nikoukaran et al. 1998; Hlupic 1997; Hlupic and Paul 1995;
Pritsker 1995; Davis and Wiliams 1994; Law and Kelton 1991). The characteristics listed below
should not be considered as all-inclusive but should be used as an aid in assembling a list for the
software evaluation process. As an example, if the strategy calls for purchasing one package for only
one computer, then portability is not a consideration. For a given set of criteria, there may be addi-
tional items that should appear on the list. The characteristics of any simulation tool can be divided
into six major areas: language, operational, input, output, hardware, and vendor.

3.1. Language Characteristics

Language characteristics include the features used in writing code and providing useful external
support tools. Some simulation tools allow the user to write complex rules. All the features in this
section deal with writing simulation instructions.

• Portability: If the computing environment is made up of different hardware platforms, then the
software should be usable on a wide variety of machines, from mainframes to PCs, and operating
systems such as OS/2, Windows, and UNIX. Also important are factors such as special graphics
card or driver requirements, ability to run on a network, special compiler needs, and memory
(RAM) requirements.

• Readability: If the system generates or uses some type of computer code, it should be under-
standable and easily read by people as well as computers. Commands should be ‘‘English-like’’
statements to assist the writer and reviewer in debugging the model. The language should permit
the use of comment statements within the code.

• Documentation: The documentation, consisting of installation instructions, test models, and user
manual, must provide the user with all the information required to run and debug the models.
It must also provide a thorough understanding of all aspects of the software and a large number
of example problems and their detailed solutions. An extensive and well-organized index to all
documents is a necessity.

• Data requirements: The software must allow for both deterministic and stochastic input. Sam-
pling from system-supplied distribution functions should include theoretical statistical distri-
butions such as exponential, normal, triangular, uniform, Poisson, beta, gama, erlang, and
log-normal. In addition to these, user-defined distribution functions should be permitted.

• Capability to support different worldviews: Depending on the characteristics studied, a discrete
or continuous change model may be suitable. In discrete change models, the variables of interest
may change in a discrete fashion at any point in time or at certain points in time. In continuous
change models, the variable of interest changes continuously at any point in time or at certain
points in time (Pritsker and O’Reilly 1999). A project may need both discrete and continuous
modeling. If so, they must be supported by the same software, or two different pieces of software
must be purchased. Continuous modeling can be used with chemical-related processes such as
tank filling and emptying and in discrete processes that can be modeled as continuous processes,
such as high-speed canning.

• Algorithms and modeling features: A library of available algorithms can potentially save a
significant amount of time in the model-building process. For example, automatic guided ve-
hicles and automatic storage and retrieval systems modules are extremely useful. Additional
features such as cost modeling, scheduling and schedule generation, breakdown generation, and
maintenance planning also enhance modeling productivity.

• Capability to have user-written interface: The ability to interface with user-written routines
permits the development of industry specific routines or decision logic, which can be filed in a
library and reused. This allows flexibility and avoids duplication.

• Compatibility with other software packages: Integration is becoming more important with soft-
ware packages. The ability to access other software packages allows the simulation person to
work more efficiently and effectively. Interface to spreadsheet products is helpful in the collec-
tion and organization of data. An interface with computer-aided design software can be helpful
to reduce the layout development time of animation. If a database package has already been
chosen, the ability to integrate the simulation software with that package is extremely useful.
An ability to interface as well with statistical analysis software adds additional powers and
enhances user productivity.

• Ability to communicate with other applications on a dynamic basis: The concept of distributed
interactive simulation that includes the ability to exchange data with other applications, including
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other simulations, is becoming widely popular. For example, Micro Saint and Arena are both
using Microsoft COM features that allow their tools to work with other applications that may
even reside on different computers.

• Ease of error recovery: The software must be able to handle user-generated errors, especially
in the interactive mode, and continue to function after receiving such an error.

3.2. Operational Characteristics

Operational characteristics involve the features in which the software interfaces with the user, except
for code writing, which was considered above. These characteristics can make a significant contri-
bution to the productivity of the modeler.

• Applicability: Ideally, a single piece of software should allow the novice to use the tool with a
minimum amount of training and an absence of frustration. It should also allow the expert to
use the tool to perform difficult, complicated simulations of a wide spectrum of systems.

• Availability and use of debugging features: The software must contain error diagnostics and
debugging features, which help the modeler rapidly check out the model code. An interactive
debugger with the ability to set stopping points and step through the model is useful in debug-
ging complicated simulations. An important feature in model debugging is the ability to generate
a detailed standard or customized trace to determine whether the model operates properly.

• Ease of use and intuitiveness: The software should have features to help automate the model-
building process. Desirable features might include menu-driven operation, fill-in menus, and
prompting for omitted values. The casual user requires online, context-sensitive help in the
model-building process. The software should be accessible in an interactive mode.

The software needs intuitive icons, menu arrangements, and keystroke sequences. Software
that requires the user to enter obscure keystrokes to bring up the help screen prevents the user
from making intuitive guesses about forgotten operations. Significant amounts of time are then
wasted looking through a user’s manual. Since most software programs use the F1 key to bring
up the help screen, an intuitive system would have some form of help available by pressing the
F1 key.

• Ease of parameter variation: The software should allow automatic parameter variation over a
specified range of values and hence allow the running of multiple replications without requiring
user interface. This feature can also aid in performing sensitivity analyses.

• Ease of model revisions: The software must allow changes to be made to the existing model
quickly and easily. The best solution is rarely chosen first. The ability to change the model, the
routing of the entities, and the parameters, and change them quickly, is important.

• Interactive: The software should allow changes in the model during the simulation run. Such
changes are vital for doing ‘‘what-if’’ analysis with the model, although they invalidate the
statistics collected during the run.

• Availability of checkpoints: The software should be able to print out data about the model, in
tabular or graphical form, at specified intervals before the end of the simulation. This allows a
look at intermediate results at critical times such as shift change.

• Optimization: The software should also have an optimization feature to guide the user in se-
lecting system inputs and executing the model to enhance system performance.

3.3. Input Characteristics

The simulation model may require input from different sources. The following features
may save significant time and effort in preparing the necessary input:

• Ability to read from external files, databases
• Ability to interact with popular spreadsheet, computer-aided design, and process-planning soft-

ware
• Ability to trigger input functions throughout the simulation process
• Features to define, analyze, and display input in terms of statistical distributions
• Automated definition of model entities, their attributes, and rules for their interaction
• Ability to interact dynamically with other software applications

3.4. Output Characteristics

The results of simulation form the foundation for many conclusions regarding a process under con-
sideration. Therefore, the availability and presentation of output results is important.
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• Reports: The reports generated by the software must be clear and easy to interpret. The report
format should provide graphical output such as simple bar charts and histograms as well as the
standard statistical listing. Because all applications of simulation have some differences, the
software must enable the user to generate special reports and control the amount, format, and
type of output. A list of the standard statistics that may be included in an output report may
consist of:
1. Activity statistics: Average, minimum and maximum duration, standard deviation, entity

count, current status
2. Waiting statistics: Average, minimum and maximum length and wait time, standard deviation,

queue current status
3. Resource statistics: Average and maximum utilization, standard deviation, current status

• Graphics: The graphics should display a wide variety of graphs and charts (bar, pie, histogram)
in a user-designated format. The ability to relate data across different scenarios helps during
the analysis phase.

• Animation: Animation allows the user to represent the physical process graphically and describe
and visualize the system being modeled. The animation portion should have a standard library
of symbols and icons to assist the user in developing a picture of the process. Furthermore, an
icon builder helps design shapes that are not included in the standard library. Animation can
be helpful in the verification and validation of the model, as a selling tool to management or
others not closely involved with the project as an operator-training tool, and as a technique to
solicit ideas from experienced workers. Although experienced workers might never have used
a computer product and might even feel intimidated if asked to do so, they could be drawn
quickly into a discussion about the viability of a process change if they were shown an animated
picture.

• Output analysis assistance: Automation of output analysis is certainly a characteristic of the
new generation of simulation systems. Features that compare or relate data from replications or
probable scenarios provide significant support to the user in reaching conclusions. Assistance
in steady state analysis, confidence interval estimation, automatic stopping rules, sample size
determination, and so on is very desirable.

3.5. Hardware Characteristics

Most organizations have hardware requirements that must be followed when selecting software.
Therefore, the purchase of any software must be influenced by the hardware requirements of the
organization and the flexibility and limitations of the simulation software. The compatibility of the
software with the hardware already in place, file sharing capability between machines and facilities,
and the capability to support the output devices already in place need to be considered.

3.6. Vendor Characteristics

The websites of the vendors are important sources of information. Many useful information about
the companies and their products can be obtained from these sites. A critical examination of the
company that develops the product requires significant attention. The process of acquiring a simu-
lation tool, however, should not be viewed as a simple exchange of product for money. The company
developing the product plays an important part in the successful use of the simulation product.
Therefore, attention must be paid to certain features of the supplier. These features include:

• Presence of ongoing software-development efforts: The company should have an ongoing pro-
gram of software development for both existing products and new applications. Otherwise, the
user risks product obsolescence.

• Training: The company supplying the software must provide high-quality training programs that
include both onsite and offsite classes. For large installations, training for systems personnel
should also be available.

• User support: The company must have qualified technical personnel available during working
hours to answer software questions. A functional user group with regular meetings is a good
source of contacts and information. The user group can provide an avenue to influence the
software-development priorities of the simulation company.

• Company performance: It is important that the company be established in the modeling and
simulation business with an extensively field-tested software package that is in use by a signif-
icant number of corporate and academic clients. Nothing can be more frustrating than to have
a supplier of simulation software go out of business and leave no one to call for support.

• Cost / value relationship: The price must be consistent with the job expected of the software,
the features offered, and the training and support supplied with the software. In addition to
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Figure 1 Simulation Software-Selection Flowchart.

licensing, costs related to maintenance and upgrades, training, support, consultancy, and run
times also need to be considered.

• Business history: Information such as the number of employees, the business focus (products
vs. consultancy), experience, the customer base, the financial status, and references provide
insight about the success and continuity of the vendor.

3.7. Evaluation Methodology

The abundance of simulation tools and the need to evaluate their numerous characteristics have turned
tool selection into a major issue. Based on the May 1998 IIE Solutions ‘‘Last Word’’ reader survey
on simulation (Garnett 1999), the capabilities of a simulation tool have been ranked in order of
importance by 41 participants as follows:

1. Supply chain modeling
2. Ability to import CAD files
3. Customizable programming language
4. Cost modeling and analysis
5. Input distribution fitting and design of experiments
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TABLE 1 Software Evaluation Matrix

Importance
(1) Desired Features

Software 1

Rank
(2)

Score
(1 � 2)

Software 2

Rank
(3)

Score
(1 � 3)

Language
Portability
Readability
Documentation
Data requirements
World views
Library of
algorithms
User code interface
Interface with:

Databases
Spreadsheets
CAD software
Etc.

Compatibility
Operation

Applicability
Debugging features
Ease of use
Intuitive
Parameter revision
Model revision
Interactive
Check points
Reusability

Output
Reports
Graphics
Animation
Exportability

Hardware
Compatibility
File sharing
Output devices

Vendor
Ongoing
development
Training
User support
Customer base
Cost /value
relationship

Total Score Score 1 Score 2

6. Process plan modeling
7. Output analysis systems
8. Graphical and programmable model-building capabilities

Based on the same survey, attributes of a simulation tool have been ranked in order of importance
as follows:

1. Quality of graphics and animation
2. Availability of training and consulting
3. Price
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4. Speed of execution
5. Flexibility
6. Ease of use

References cited in Section 3 also propose methodologies for evaluating simulation tools. The pro-
posed methodology to select the appropriate software is outlined in Figure 1. Once the need for
simulation software is identified, a strategy needs to be developed (Section 2).

Given the company objectives and constraints, a list of desired characteristics needs to be for-
mulated. These characteristics are listed in Table 1. A simple yet realistic sample problem must be
constructed to evaluate the software. Simulation experience must be gained either by using the soft-
ware over a period of time or by participating in simulation activities with trained individuals. The
software can be compared using an evaluation matrix like the one presented in Table 1. The decision
maker must decide on the desired characteristics to be included in the study and the importance of
these characteristics. During the experimentation with the sample problem, ranks can be assigned to
the characteristics of the software subjected to evaluation. Once all the software is evaluated, the
total score for each software can be calculated. The selection can be made comparing the total scores
and the costs of each alternative. Since the assignment of importance factors and ranks is subjective,
including more people in the evaluation process will strengthen the decision.

4. SIMULATION TOOLS
This section is prepared using the user’s manuals /guides, demo software, articles, books, and pro-
motional material obtained from simulation software vendors. The websites of the vendors were also
very useful.

4.1. Languages

Once the simulation model is formulated, it needs to be translated into a computer language for
execution. In the early days of simulation, general-purpose computer languages were the only alter-
natives. Regardless of the language used, simulation modelers have been burdened with the task of
writing procedures and functions for creating and deleting entities (transactions), creating random
numbers and variates, updating simulation time and system status, and recording and analyzing data
for output (Schwab and Nisanci 1992). This inefficiency in the model translation stage has led to the
development of powerful special purpose simulation languages. These languages are capable of sup-
porting discrete, continuous, and combined modeling world views. Furthermore, discrete change
simulation languages offer event scheduling, activity scanning, or process orientations in modeling
systems. Uses of software engineering has led to reduced software development costs and improved
flexibility. Significant advances have been made in the field of model translation.

The following section reviews some of the most popular simulation languages and their features.
AweSim is a descendant of SLAM II (O’Reilly and Lilegdon 1999a; Pritsker and O’Reilly 1998,

1999; Symix Systems /Pritsker Division 1999) that supports a wide range of tasks necessary to
execute a simulation project. It is a general-purpose simulation system that is distributed by Symix
Systems, Inc., formerly Pritsker Corporation. It takes advantage of the latest Windows technology
and includes the Visual SLAM simulation language. AweSim provides the user with three frameworks
(network, discrete, and continuous) that can be used independently or combined depending on the
problem. This feature of AweSim enables virtually modeling any system or process. Programming
is not needed for network models, yet flexibility is provided through allowing user coded inserts in
C or Visual Basic. Network models can be combined with continuous and discrete-event models that
can be developed using the object-oriented technology of Visual Basic, C, or Visual C��. AweSim’s
architecture has the openness and interconnectivity to store, retrieve, browse, and communicate with
externally written software applications such as databases, spreadsheets, and word-processing pro-
grams.

A simulation project with AweSim consists of scenarios that represent alternative system config-
urations. Scenarios consist of component parts that are created by software programs, referred to as
builders, that are provided by AweSim. Through an executive window, project, scenarios, components
(network, subnetwork, control and user data, etc.), simulate, and report options are defined. Com-
ponent builders are accessed through the Components menu. The project maintainer, which examines
changes made to the current scenario, determines a model translation or compilation requirement.
Based on the prompt from the project maintainer, the user initiates a translation task. AweSim allows
multiple tasks to be performed in parallel while a simulation is executed as well as switching between
tasks. Some of the features of AweSim are:

• Building models: A network is a basic component that graphically displays the flow of entities
through the system being modeled. A network consists of nodes (processing locations) that are
connected by activities that describe routing and operation time requirements. Nodes are used
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for functions such as removing or entering entities, seizing or freeing resources, changing vari-
able values, etc. Entities may also be described by assigning attribute values such as weight,
arrival time, etc. A network is built interactively in AweSim by selecting symbols from a
graphical palette and dragging them to the desired location on a screen. Required informations
about the symbols are specified by filling out a form that is supported by online error checking.
Context-sensitive help and search capabilities are also provided.

• Subnetworks: These are reusable network objects that are provided for hierarchical models and
are invoked from a calling network. This feature enables creating some form of a model de-
pository that can be used by different modelers in different projects. Hence, it enables saving
modeling time and sharing modeling expertise. Subnetwork builder works like the network
builder but contains slightly different nodes.

• Model output: Output from various scenarios can be compared both graphically (in the form of
bar charts, histograms, plots) and textually through a report browser. Multiple windows of
graphical output, and side-by-side comparison of textual output are also provided. Information
in the AweSim database can be exported to other Windows packages, such as Excel and Word.

• Animation: Multiple scenarios can be developed for a single scenario using ‘‘point and click.’’
The animator manipulates graphical items one wants to move and the background on which
they appear. Storing the symbols in standard Windows bitmap format allows them to be ex-
changed between programs using the Windows clipboard.

• Interactive execution environment (IEE): Enables the modeler to examine, modify, save, or load
the current system status. This feature facilitates debugging and verifying the model.

• Scenario selector: Allows screening a set of scenarios or selecting the best scenario.
• Integration with other software: AweSim is built on a relational database that can be accessed

with tools such as Dbase, Access, FoxPro, and Excel. AweSim provides the capability to
exchange data between its input and output files and these tools. Graphical elements produced
by CAD, drawing, or paint programs can also be loaded into AweSim.

GPSS (General Purpose Simulation System) is a process-oriented special purpose simulation lan-
guage (Crain 1998; Schriber and Brunner 1998; Banks et al. 1995, 1996; Pritsker 1995; Schriber
1991). Geoffrey Gordon developed GPSS about 1960. It is a language to model discrete systems.
GPSS consists of a well-defined vocabulary (set of blocks) and a grammar. Each block carries in-
formation related to its location, operation, and operands. Operation descriptions define the tasks the
blocks perform. Operands specify how these tasks need to be performed. A block may not have a
location name and operands. Each block is represented by a differently shaped figure. A GPSS model
consists of a selection of blocks connected with lines that describe the operation of the system model.
GPSS defines dynamic and static model entities. Dynamic entities represent the units of traffic and
are referred to as transactions. Static entities represent system resources. As the simulation runs,
transactions enter the model and start moving over as many blocks as possible until they encounter
a user-defined delay, are removed from the system, or are denied entry by the next block. The
procedure summarized above describes the flow of entities in a GPSS model and the interactions
between different types of model entities. Ease of learning the language and reduction of the modeling
time have made GPSS one of the popular discrete-event simulation languages. Various versions of
GPSS exist, such as GPSS/H (Wolverine Software Corporation) and GPSS/PC and GPSS World for
Windows (both by Minuteman Software). GPSS World includes drag-and-drop modeling, a high-
performance model translator, point-and-shoot debugging, an embedded programming language, built-
in probability distributions, programmable experiments, interactive operation of all commands, and
interactive graphical text views of running simulations.

SIMAN is the simulation language within Arena. First introduced in 1983 by Systems Modeling
Corporation (Pegden et al. 1995; Kelton et al. 1998; Schriber and Brunner 1998), SIMAN provides
the use with three distinct but fully integrated modeling frameworks. Each framework is divided into
two sections: a system model framework and an experimental framework. The system model permits
the user to describe the process, while the experimental frame permits the user to supply the para-
meters and characteristics describing the system operation. SIMAN provides modeling blocks for
describing the system model and experimental elements for use in the experimental frame, including
several blocks and elements that provide SIMAN with materials-handling modeling capabilities as
part of the basic package. In the discrete-event framework, SIMAN provides a complement of user-
definable and user-callable functions and subroutines to be used alone or in conjunction with the
block framework. These subprograms allow the user to manipulate entity attributes and files easily
and provide for complex decision rules. In the continuous framework, system state equations can be
integrated over time while simultaneously integrating with the blocks and discrete-event frameworks.

CACI Products Company provides SIMSCRIPT II.5. Developed by Kiviat, Villanueva, and Mar-
kowitz, it is an event-oriented discrete-event simulation language (Kiviat et al. 1969; Russell 1983).
SIMSCRIPT II.5 consists of features for developing time-driven simulation models. It includes both
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event- and process-oriented simulation constructs, multiple random-number generators, range of ran-
dom distribution functions, automatic statistics collection, an integrated continuous simulation ca-
pability, and built-in graphics support for model input and output. Its world view facilitates the
mapping of real-world modeling requirements directly onto its language features. Its general-purpose
programming constructs, such as arithmetic operators, text manipulation, arrays, and subroutines, and
the other features are accessed using English-like programming syntax that supports the self-
documenting nature of the code. It provides extensive error checking through entity referencing, array
bounds, and memory use. It contains a rich library of simulation objects that is designed to fulfill
common simulation requirements, activity scheduling, and constrained resource modeling. Compi-
lation and linking of all parts of a program are done automatically. Its graphic editor helps in creating
and editing graphic images and charts and user interface objects such as menus and dialog boxes.
Images and graphics are importable, and graphics library elements are fully portable. The debugger
feature provides detection of programming and simulation errors, and a detailed trace reporting.
SIMSCRIPT II.5 also provides integrated graphics and animation with scaling, rotating, and posi-
tioning capabilities. Using its graphics editor, presentation graphics such as pie charts, level meters,
and bar graphs can be produced. The supported platforms consist of Windows 95 /NT, SPARC,
HP9000 /700, SGI, DECAlpha, and IBM AIX.

4.2. Packages

Early offerings were no-programming products. Many were not versatile enough to handle complex
decision-making rules. The biggest growth of simulation packages has been in the manufacturing
area with products for PCs. Figure 2 lists the major components and functions of simulation packages.
Some of the packages and their features are described below.

Arena (Sadowski et al. 1998; Kelton et al. 1998; Snowdon et al. 1998) is a graphical modeling
and animation system. It is a product of Systems Modeling Corporation. Arena consists of a com-
plementary family of products (Arena Product Suite) to meet the various needs for simulation in an
enterprise through a common software interface and compatible features. These products share a
common software foundation. The Business Edition (Arena BE) targets business and other systems.
Arena Standard Edition (SE) targets detailed modeling of discrete and continuous systems and pro-
vides more flexibility. Arena Professional Edition enhances Arena SE with the capability to build
custom simulation objects. Call$im targets call-center analysis, and HiSpeed$im targets high-speed
production line modeling. Arena provides a hierarchical structure consisting of alternative and inter-
changeable templates of graphical simulation modeling and analysis modules. The user combines
these modules in building a simulation model. Modules are grouped into a panel to compose a
template. Different modeling constructs and capabilities are obtained by switching templates and
bringing modules from different panels and templates. For example, modules from the SIMAN tem-
plate can be pulled and SIMAN constructs can be mixed with the higher-level modules from another
template. Complex decision rules can be coded using Visual Basic, FORTRAN, or C/C��. Each
level in the hierarchical structure is managed with a single graphical user interface. Arena’s appli-
cation solution templates (collection of modules for an area, e.g., Call$im) provide applications for
modeling specific areas. Arena is compatible with Microsoft Windows and Microsoft Office. It also
enables integration with other technologies and applications such as databases, drawing /modeling
(AutoCAD) products, and spread sheets such as Visio, Oracle, and Microsoft Office. Arena provides
user interface features such as drag-and-drop, context-sensitive click menus, and customizable tool
bar. It also provides a project bar for accessing modeling constructs and navigating through model
hierarchy. Using Arena (Business Edition), process dynamics is represented in a hierarchical flowchart
with system information stored in data spreadsheets. It also has a built-in activity-based costing and
system performance data that enables analyzing business, manufacturing, service, and other systems.
Arena also provides input and output analyzer for entering, analyzing and reviewing data. OptQuest
for Arena is also provided for simulation optimization.

AutoMod version 8.7 (AutoSimulations 1999; Banks 1998a; Phillips 1998a, b) is an industrial-
oriented simulation system provided by AutoSimulations Inc. It uses CAD-like graphics to define
the physical components of a system. A procedural language is used to define the logical elements.
This language is based on action statements that combine the power of a structured language with
the ease of English-like syntax. If needed, the user may define C functions. The communications
module allows communications between two or more models and third-party applications such as
spreadsheets or Visual Basic programs. All graphics are represented in 3D space, and complex motion
(kinematics and velocity) of equipment can be simulated. The kinematics module allows simulating
the robots and other equipment containing moving parts and integrating them into a simulation model.
AutoMod’s CAD features are used to define layout and material-handling and storage systems by
maintaining distance, space, and size characteristics in 3D. All graphics created can be viewed with
unlimited control with respect to translation, rotation, scale, perspective, and so on. The animation
runs in real time with the simulation. The model execution is interactive, which enables the user to
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Figure 2 Major Components and Functions of Simulation Packages.

stop and resume the simulation, cancel animation, and select objects for detailed statistics. AutoMod
has a material-handling orientation. Entities moving around the system are called loads, and loads
are worked on by processes. The software features a well-developed array of predefined material-
handling systems, including conveyors, automatic guided vehicle systems (AGVs), automated storage
and retrieval systems (ASRS), bridge cranes, and power and free conveyors.

AutoMod also has support tools: AutoStat, Simulator, and AutoView. AutoStat provides enhanced
analysis of output such as calculating confidence intervals, design of experiments capability, optim-
ization, and steady-state analysis. The user defines the desired analysis through a point-and-click
Windows interface. AutoView, a postprocess package, allows the creation of a directed walk-through
of the output. It allows panning, zooming, and moving back and forth in time and space. The
animation view can be attached to a moving model entity to get an inside view of the system.
Simulator, which is shared with AutoSched AP (ASAP), provides a template for capacity planning.
ASAP is a simulation-based, finite capacity planning and scheduling tool. It is used to increase
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throughput, reduce in-process inventory, and increase resource utilization. ASAP takes into consid-
eration constraints such as shift schedules, work setup rules, batching, preventive maintenance, ma-
chine efficiency, and operator skill classes. Its built-in task-selection rules enable the modeling of
selection of machines and personnel to enhance performance. Its output consists of reports, Gantt
charts, and utilization graphs. In addition to scheduling, ASAP is also used as a planing tool for
capacity analysis.

FACTOR/AIM (AIM) (Pritsker 1995; Symix Systems /Pritsker Division 1997; O’Reilly and Lil-
egdon 1999b) is a special-purpose simulation system for use in manufacturing decision support in
areas such as engineering design, scheduling, and planning. A product of Symix Systems, Pritsker
Division, it is used to build, simulate, and animate models and analyze graphically and statistically
the simulation results obtained from various scenarios. AIM uses the language of manufacturing,
which eliminates the need to learn a language-based syntax and abstract a system to fit syntax. AIM
components, which have both operational and graphical characteristics, consist of machines, opera-
tors, materials, parts (loads), batches (group of loads), process plans or routings, conveyors, and so
on. It also has nongraphical components such as work calendar, orders, shifts, and breakdowns. These
components, coupled with a comprehensive set of predefined manufacturing rules, provide a powerful
framework for modeling and simulation analysis of manufacturing systems. The modeler has the
option of coding customized rules in C language if the built-in rules do not represent the desired
logic.

The current version of AIM (8.1) supports user code with the latest version of Visual C��. AIM
uses the Windows platform, where the model and the data are stored in a Microsoft Access database.
This feature enables importing and exporting data and preparing customized reports. Access appli-
cation wizards can be used in developing decision support applications with dialog boxes and menus.
AIM consists of five modules: Executive, which triggers other modules, controls data collection, and
supports database and scenario management; Simulator, which builds and runs simulation with ani-
mation; Batch Simulator, which supports experimentation through replications and multiple runs;
Reporter, which provides textual reports; and Gantts, which provides detailed schedule information.
A model is created through interactive point-and-click operations to select and locate graphical com-
ponents that can be further refined using dialog boxes. Next, parts and their routings are defined. A
model can also be prepared using automatic loading if the existing information is in electronic form.
Animation of an AIM model is created automatically. An interactive run process provides support
for verification and validation through automatic animation, reports and graphs summarizing system
status, detailed information on each model component, and the ability to view all scheduled events.
Multiple replicate and scenario runs can be made through the Batch Simulator module.

AIM provides an extensive set of standard output reports and graphs in addition to customized
reports and graphs that can be created using Access report wizards. Furthermore, output can be moved
to Excel Spreadsheet for additional processing. Schedule reports can be created and communicated
using the GANTT chart module. AIM also has cost-modeling capability. Product costs in four groups,
operating, overhead, inventory, and lateness, can be defined using fill-in-the-blank forms. For example,
operating costs resulting from part production and flow, such as machining, fixture, operator, and
consumables, can be tracked. Using the cost-modeling feature of AIM, cost-simulation and output
reports can be generated. Cost reports such as average operating expense per part, value of inventory,
and total expense incurred can be prepared. Cost reporting can be customized to generate cash flow
reports and pro forma income statements. The user also has the option of selecting cost reports for
the entire system, by part or resource type.

Mast Simulation Environment is a product of CMS Research Inc. (1999). It is an integrated
software tool for addressing manufacturing system design and evaluation problems. It provides a
single environment to aid decisions on design, acquisition, and operation of manufacturing systems.
MAST offers a pull-down menu toolbar to access commonly used features, can launch multiple
results, and has a cost modeling option. It utilizes CAD graphics for layout and animation and allows
importing CAD layout as background. It has features such as exporting and importing data to and
from spreadsheets and databases. It provides station worktable and animation libraries with zoom,
scroll, scale, and speed adjustment options. Launching multiple results at one time is also an option.
Mast is available for Windows 95 /98 /NT.

Micro Saint version 3.0 (Laughery 1999; Plott et al. 1999; Ernst et al. 1999; and Barnes and
Laughery 1998) is a PC-based discrete-event simulation software program available from Micro
Analysis & Design. With Micro Saint, any process can be modeled as a network of tasks that can
be represented in a flow diagram. Sets of decision rules and algorithms consisting of algebraic and
logical expressions specific to a process can be developed using Micro Saint’s own C-like language.
The user defines the terms that are used. A graphical user interface is used for model development
and testing. The icons and background for the Action View animation and the flowcharting symbols
are customizable. Drawings from other graphics programs can be imported through the clipboard.
Micro Saint symbolically animates the network diagram as it executes the model, using the routing
choices and random number seed to generate task times that are supplied by the user. The user also
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selects statistics charts or graphical representations to analyze the data collected during the simulation
run. Queue, resource, and task statistics are collected automatically as well as the snapshots of user-
defined variables at user-defined triggers. Micro Saint also has a resource wizard that can be used to
create new resources quickly and allocate them to tasks in the process. The syntax checker searches
the model for automatic detection and display of errors. OptQuest, included with Micro Saint, au-
tomatically searches for and finds optimal or near-optimal solutions to simulation problems and fine-
tunes simulation parameters. Micro Saint has built-in features using Microsoft COM services that
allow it to communicate dynamically (i.e., as the model runs) with other applications such as Visual
Basic, C�� applications, and even other simulations. Micro Saint is available for Windows 95, 98,
and NT, and a Unix /Linux version variant is available under the title of Integrated Performance
Modeling environment.

MODSIM III is a product of CACI Products Company (Tumay and Wood 1999; Goble and Wood
1998; and Lewellen and Tumay 1998). MODSIM III is an object-oriented discrete-event simulation
language that provides a complete development environment (built on top of Microsoft’s Visual Studio
environment) for developing models that are visual, interactive, and hierarchical. Its features include
run-time libraries, graphical user interface and results presentation tools, database access, and hooks
to HLA. Its components, such as Simulation Layer, Graphics Editor, Compilation Manager, and
Interactive Debugger, support the development of advanced simulation models. Seamless interoper-
ability with other tools is achieved through its ability to generate C��, which compiles using the
platform’s native compiler. Objects are defined in two separate blocks of code. The definition block
defines the object type through its variables (everything the object knows) and methods (everything
the object can do) which is used for interface specification. The implementation block defines the
logic of what the objects do (their behaviors) and their affect on their state variables. MODSIM III
sequences the execution of the methods of object instances to ensure correct sequences for the events.
Its features to manage the scheduling, interaction, and synchronization of behaviors provide increased
readability and consistency. Its features for modeling concurrent and interacting behaviors qualify it
as a development tool.

MODSIM III provides a library of tested objects that can be customized. For example, objects
may compete and queue for resources based on a priority while accumulating statistics on resource
utilization, waiting time, and so on. Inheritance, which is a benefit of object-oriented software con-
struction, provides object libraries that can be customized. New objects evolve through inheritance
with additional capabilities resulting in enhanced software-development productivity. Inheritance also
enriches the graphical properties of objects and facilitates the creation of interactive and graphically
managed models. The graphical editor supports creation and configuration of icons, menus, dialog
boxes, and presentation charts. Through interactive graphical editing, scenarios are defined on screen
and animation and plots can be viewed while the simulation is running. The graphics environment
allows easy access to animation, dynamic presentation graphics, and user interface toolkits using
SIMDRAW graphics editor. Its DatabaseMod module enables access to ODBC-compliant databases
and retrieving and committing data to databases. HLA is supported through run-time interface (RTI),
which can be called from languages such as C��, Java, and Ada. RTI supports both local intranets
and the global Internet. MODSIM III with SimGraphics is available on Windows 95 /98 /NT and
Unix platforms. This enables load-balancing a simulation model through a network or displaying the
user interface and animated graphical output on different and remote computers.

ProModel is a product of ProModel Corporation (Heflin and Harrell 1998; ProModel Corporation
1999). It is a menu-driven, mouse-activated discrete-event simulation and animation tool. The model
development is graphical and object oriented. Modeling is done by selecting from a set of modeling
elements such as resources, downtimes, and shifts and modifying the appropriate elements. All input
is provided graphically, with information being grouped by object type and presented in a format
similar to a spreadsheet. User coding in C, Pascal, or Basic can be linked to the models and called
during the simulation. Its top-level menu allows the user to select model editor, run simulation, view
output, or quit. The model editor permits full model definition, routing, scheduling, resource descrip-
tion, and transportation. All standard statistical distributions are available, and StatFit is provided to
aid the user in selecting the proper distribution. The model editor also allows full control over the
graphical presentation. A standard set of icons is provided and presented for selection by number.
An icon editor is also provided to create special symbols. ProModel provides an automated model
builder that prompts the user for all information required for modeling the process. It is organized
logically and guides the user from creation of the model name to part and routing definition and
finally to layout definition for the animation.

A pop-up menu is provided to prompt the user in defining a statement or expression. Its graphics
editor allows scaling, rotating, copying, and so on, and drawings from other packages can be im-
ported. Animation development is integrated with the model definition. Run simulation permits view-
ing of the animation while the simulation is running. The user retains full control over the animation.
The simulation may be paused at any time to allow intermediate statistics to be viewed. ProModel
is interactive during the run time, enabling model parameters to be changed and thus facilitating the
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‘‘what-if’’ analysis. Basic statistics such as utilization and throughput are available, as well as cost
statistics. It provides features to select reports and provides tabular and graphical reports on all system
performance measures. Output reports from different simulation runs can be compared on the same
graph. ProModel also provides model-merging capabilities. It can exchange data with external files
and application programs such as Excel. SimRunner optimization capability is also provided.

QUEST is a product of Deneb Robotics, Inc. (Donald 1998). It is a discrete-event simulation
package used to simulate discrete flow processes. QUEST uses 3D geometry and combines a graphical
user interface with material-flow logic grouped in modules consisting of labor, conveyors, AGVs,
kinematics, power and free conveyors, and ASRSs. For unique flow logic problems, QUEST’s Sim-
ulation Control Language (SCL) can be used. It also provides a value-added costing module for
activity-based costing analysis. Results can be viewed with graphical and numerical analysis capa-
bilities. It consists of features to create a 3D virtual factory environment. Its other features consist
of the ability to import and export 2D or 3D CAD geometry and data (e.g., spreadsheets, MRP
systems), a graphical user interface and a programming language, and the ability to provide integrated
solutions through interaction with other Deneb software. Quest also provides a virtual collaborative
engineering (VCE) environment that enables modelers in remote locations to interact with the same
model. QUEST integrates virtual reality (VR) devices such as head-mounted displays, stereo glasses,
and cyber gloves to immerse the modelers within the factory simulation.

SDI Industry is a product of Simulation Dynamics (Siprelle et al. 1998). It is a discrete-event
simulation package designed specifically for the process-oriented industries, such as chemicals, foods,
consumer goods, and pharmaceuticals. SDI industry uses discrete rate technology to simulate pro-
cesses in these industries. It adds an embedded database and specially designed functions to Extend
for simulating high-speed and high-volume processes. Extend is the underlying simulation engine,
developed by Imagine That Inc. SDI industry is a graphical interactive program that provides a
hierarchical framework of model templates, flow blocks to model material flows, control blocks to
manage flow, and an integrated database to store management information. A model is developed
through four hierarchical levels, consisting of equipment (process), operations, systems, and plant.
Each level is provided with a template and with a process management block to control the process
at that level and interface with the other levels. A relational database is used to store and manage
data centrally. Data requirements for the control blocks at each level are provided by standardized
tables such as ‘‘materials and brands,’’ and ‘‘shift schedule.’’ A database viewer is provided to view
and edit table data in Extend. Simulation Dynamics provides two more products: SDI Industry Pro
provides scheduling and control tools, and SDI Supply Chain is used to model the dynamics of a
supply chain from source to user.

SimEngine is a product of Industrial Modeling Corporation (1999). It is a 3D simulation tool that
incorporates object-oriented programming. SimEngine builds on Delphi and C�� object-oriented
languages, which feature inheritance, polymorphism, and encapsulation. Every SimEngine entity is
an object with exposed properties, methods and events. Models are built by manipulating the objects
in visual environment and in code. SimEngine also works with C�� Builder, which incorporates an
ANSI standard version of C��. Delphi and C�� Builder share a development environment that is
similar to Visual Basic. The environment features visual design tools, an object browser, code window,
and debugging tools. SimEngine builds on these development tools by adding simulation objects such
as orders, routings, resources, and vehicles. The basic model building is done via visually manipu-
lating these objects in 3D simulation explorer. Objects are created and moved using drag-and-drop
techniques, and their properties are set in the object inspector. Code writing becomes necessary only
when implementing complex routing logic. Database components enable reading information directly
from company databases. It has native links available to SQL databases. Its ActiveX feature enables
posting of the models to a website.

SIMUL8 is a product of Visual Thinking International Inc. (1999). It is a discrete-event simulation
package to simulate a business or a manufacturing process. SIMUL8 provides objects such as work
centers, storage bins, conveyors, entry /exit points, resources, variables (including spreadsheets), la-
bels (attributes), and work items. Objects are linked automatically. Models are built on the screen
via point-and-click operations and by drawing them with the mouse. The drawings are detailed by
using intuitively organized options. After dragging and dropping the parts of the process onto the
screen, clicking on ‘‘run’’ shows the full animation of the products flowing through the system. All
animation is automatic with full zoom and pan options and distance on the screen relates to distance
and time in the model. By clicking on resources, entities, and so on, their parameters (speeds, setups,
constraints, etc.) can be modified and status updates through counts and reports can be obtained.
These capabilities are extended using Excel or VBA. SIMUL8 can also import Visio flowcharts to
begin the simulation process. SIMUL8 also conforms to the SDX (simulation definition exchange)
file standard, which allows interchange of structure and detailed data between simulation and other
packages (e.g., CAD) that contain information related to simulations.

Taylor ED (Enterprise Dynamics) is the product of F&H Simulations (Hullinger 1999). It replaces
the Taylor II (Nordgren 1998) software, which is being phased out. Taylor ED is an object-oriented
software system for modeling, simulating, visualizing, and monitoring dynamic (discrete) flow pro-



SIMULATION PACKAGES 2461

cess activities and systems. It uses an atom concept. An atom is defined as a four-dimensional object
that has a location and speed (x, y, z) and a dynamic behavior (time). Atoms can inherit behavior,
contain other atoms, and be created, destroyed, and moved onto one another. Atoms also communicate
with each other. Within Taylor ED, everything, such as resources, products, a model, and a record,
is referred to as an atom. Through its open architecture, it allows users to access standard libraries
of atoms (logistics suite) to build models or create their own atoms. 4DScript language (atom editor)
is used to create the atoms and to control atom’s behavior, the user interface, and model visualization.
A model is built by selecting, dragging, and dropping atoms from the library onto the screen. This
is followed by connecting the atoms and defining routings of entities / atoms. Routing is defined by
linking the output channels of an atom to the input channels of another one. Complex routing rules
can be assigned using a pull-down menu. Finally, each atom is assigned a logic through defining
atom’s parameters, that is, its behavior and functionality. Clicking on the atom opens editing windows.
Taylor ED includes experiment and optimizer (OptQuest) modules through which experimental and
run conditions and performance measures can be defined. Results consisting of animation, predefined,
and user-defined reports, and graphs can be viewed in 2D or 3D concurrently with simulation. Results
can also be exported to external software programs. Taylor ED also monitors real-time systems by
linking external programs to read and write information. Run time and real time can be synchronized,
enabling the model to monitor the system in real time.

Call Center MAESTRO (Model Builders) is a decision support tool that is composed of a discrete-
event simulation engine and is used to effectively staff and configure a call center. COMNET III
(CACI) is a network simulation tool to predict LAN, WAN, and enterprise network performance. Its
add-on modules consist of application profiler to predict the impact of a new client application,
satellite and mobile module, and circuit-switched traffic module. SIMPROCESS (CACI) is a hier-
archical and integrated simulation tool to enhance productivity for business process modeling and
analysis. Packages such as ASSEMBLY, ERGO, and TELEGRIP are also offered by Deneb. These
products are directed towards more specific applications and can be integrated with QUEST. Visual
Simulation Environment (VSE) is a product of ORCA Computer, Inc. (Balci 1996). VSE is a discrete-
event, general purpose, object-oriented, picture- and component-based visual simulation model de-
velopment and execution product that can be used in solving complex problems such as air traffic
control and communications networks.

4.3. Applications

Over 170 simulation products listed in the Directory of Simulation Software (Rodrigues 1994) pub-
lished by the Society for Computer Simulation cover a wide range of application areas, such as
aerospace, AI /Expert systems, business, communications, education, manufacturing, military, and
networks. The annual Buyer’s Guide of simulation software (Institute of Industrial Engineers 1999)
lists 27 companies providing 40 simulation software products. In this list, the application areas are
classified as general purpose, manufacturing, construction, service, health care, material handling,
warehousing and distribution, and enterprise and business planning. Banks (1998a) classifies and
gives examples of 27 simulation software products as general-purpose, manufacturing-oriented, and
business process reengineering products. Simulation has also been used to study areas such as urban
systems, economic systems, biological systems, environmental and ecological studies, computer and
communication systems, project planning and control, and financial planning (Pritsker and O’Reilly
1999). Within each of these areas, a multitude of topics has been subjected to simulation analysis.
For example, under transportation systems, topics include railroad system performance, truck sched-
uling and routing, air traffic control, terminal and depot operations, and issues related to supply chain
management. The accelerated rate of change in simulation technology and the increasing complexity
of problems associated with modern systems will undoubtedly widen the areas and the topics neces-
sitating simulation studies (Nisanci 1997, 1998, 1999).

5. PITFALLS INHERENT IN THE USE OF SIMULATION TOOLS
Although there are many dangers inherent in the use of simulation products, only the major ones are
addressed here (see Musselman 1998; Norman and Banks 1998; Rohrer and Banks 1998; Banks and
Gibson 1996, 1998; Harrel and Tumay 1994; Pritsker Corporation 1993). Careful use of simulation
will always be rewarded, while a disregard for the dangers may have disastrous consequences.

5.1. General Pitfalls

The general pitfalls consist of:

5.1.1. Having the Tool and Not Using It

Strange as this may seem, this is a real danger. Sooner or later, most project engineers will feel some
pressure to reduce the time or expenditures required to complete a project. Simulation analysis is an
easy target for elimination because the impact of its elimination is not noticed immediately. Cutting
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manpower or reducing the project scope has immediate and noticeable impact on the project. The
project can move ahead, detailed design can be done, and equipment can be purchased and installed,
all without any felt loss of simulation analysis. Usually the first time the lack of simulation analysis
is experienced is during start-up when design flaws and oversights typically caught by simulation are
revealed. When an inadequate design is revealed, the solution is usually expensive in redesign time
and equipment cost. These costs, however significant, may still be dwarfed by the loss in revenue
due to the failure to deliver the goods or services on time.

Complex systems often defy the intuition and the traditional simplified analysis (including rules
of thumb) that have been faithfully passed down through the engineering generations. Complex
systems with complex interactions demand detailed analysis using simulation tools. The project en-
gineer assumes a large and unnecessary risk in not using available simulation tools when the project
calls for them.

5.1.2. Failure to Establish and Adhere to Project Objectives

A clear and specific set of objectives must be established at the beginning of every simulation project.
These objectives should address the questions to be answered by the project engineer using the
simulation tool. Issues to consider include:

1. Configuration, quantity, utilization of nonconsumable resources
2. Quantity of consumable resources required
3. Total time to provide goods or services to the customer
4. Critical processes and bottlenecks
5. Process capability (throughput)

Once management personnel have agreed upon the objectives, they need to direct the project to its
conclusion. Every new idea or suggested change to the project needs to be tested against the approved
objectives. Value-adding changes should be incorporated into the objectives and reapproved. Sug-
gested changes that add nothing to the project or do not support the objectives should be rejected.
Periodically during the course of the project, the objectives should be reviewed to make certain that
the project would answer all questions raised at the beginning. Failure to monitor the project in
relation to the objectives may allow project personnel to pursue information and solutions that do
not contribute to the objectives. This results in delays of the project’s completion.

5.1.3. No Review or Inadequate Review

One of the greatest mistakes made by project engineers who have committed time and money to
perform a simulation is neglecting to take the additional time to properly review the model. A review
should take place after the completion of data collection and before the beginning of model building.
A review of the anticipated modeling assumptions should be done in addition to a discussion of any
problems with data collection. A process flowchart, providing a thorough description of the process
being modeled and the method of modeling, should be developed and presented to all involved. As
the project develops, additional interim progress reviews should be held as often as needed.

The final review should take place after completion of all the experimentation but before the
submission of the project report. The final review process should include at least the four following
key elements:

1. Thorough understanding of the assumptions. Particularly important would be a review of the
elements of the process which were not modeled and why they were excluded from the anal-
ysis.

2. Review of all parameter values. Care should be taken to ensure that data used in the analysis
is correct and up to date.

3. Line-by-line review of all code, including model input values. This is essential, especially if
others do the modeling, e.g., simulation department or consultant.

4. Review of all conclusions and the supporting data. Careful review of the data that lead to the
conclusions ensures that they are properly supported. The results and conclusions should also
make reasonable sense.

At this point, simulation plays a key role in the development of the design parameters. Therefore,
a thorough review is necessary to make certain that the model and the values used as a basis for the
design are indeed correct. The engineer who depends on others to do simulation takes an enormous
risk if the final product is not thoroughly reviewed. To assume that correct work is done by an
internal simulation expert or a consultant is risky. Conceivably, one piece of information improperly
translated, one parameter off by a factor of two, or one part of the process not modeled as it will
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operate can invalidate the results of the simulation. A thorough review of the model and the results
is critical to the overall success of the project.

5.1.4. Not Having the Proper View of the Tool

The proper view of the simulation tool leads to proper expectations regarding what the tool can do
and what results should be obtained.

5.1.5. Not Viewing Simulation as a Statistical Tool

Simulation is a statistical tool and must be used as such if reliable results are to be obtained. Its
basic task is to collect data about how a system changes with time.

5.1.6. Thinking of Simulation as an Optimization Tool

Because simulation is a data-collection tool only, it should not be thought of as an optimization tool.
Parameters are put into the tool and data are generated about the system (e.g., throughput, resource
utilizations, congestion) and the components in their relationship as it was entered. Enhancement of
any design only takes place as the engineer reviews the output from a simulation run and adjustments
are made to the model and the model parameters. Improvement is therefore an external, manual
process. However, incorporation of automated scenario-generation capabilities and optimization pack-
ages into simulation tools significantly enhances this process.

5.2. Pitfalls Related to Methodology

5.2.1. Failure to Establish Appropriate Model Boundaries and Parameters

Model boundaries become important in modeling because equipment and items not modeled are
considered to be unlimited. Unlimited resources are not a problem if the cost of the resource is
relatively low. However, resources having a significant impact on the process (e.g., fixtures that cost
$50,000 and computer hardware) should all be modeled. Modeling can also be used to describe
restrictions on the flow through the model. Not describing a restriction would mean that there is no
restriction and therefore that flow is unlimited.

5.2.2. Improper Data Collection

In the simulation process, data collection may be the biggest problem faced by the project team.
Critical data may not be available. If data are available, they may not be in a useful form.

5.2.3. Not Verifying Data

It is important to know the source of the data and how good they are. Downtime data carefully
gathered over several years of maintenance are certainly more significant than a wild guess by a
maintenance foreman.

5.2.4. Not Collecting the Proper Data

Because data collection is often a difficult task, data gatherers are often tempted to shortcut the
process, especially if they do not understand the statistical implications. It is possible to believe that
an average time for a transaction might be just as good (and of course easier to obtain) than the raw
data reduced to a distribution. The use of average time leads to a deterministic solution and can
invalidate the simulation study.

5.2.5. Avoidance of the Proper Level of Analysis

Because simulation is a statistical tool that collects statistical data about a system or process, statistical
techniques must be used to examine and analyze the data. As an example, since each run of the
simulation produces one sample point and since this process involves sampling for a distribution, it
is impossible to determine the relationship of a single point to the true mean. Multiple runs are
required to generate enough points to determine a calculated mean, standard deviation, and confidence
intervals. Then and only then should the design proceed. Knowledge and use of statistical techniques
with simulation is essential to produce reliable results.

5.2.6. Validation Problems

A successful simulation study must produce a solution credible enough to be used by the decision
makers (Balci 1998). Validation may take more time than building the model.

6. CURRENT STATUS AND TRENDS
There have been continuous efforts to use computers in all stages of simulation besides model exe-
cution. These efforts have been significantly enhanced by the development in various technologies
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such as computer technology, animation, expert systems and artificial intelligence, optimization, and
experimentation. Considering the stages of simulation, significant advances have been made in de-
signing the simulation tools that have the following features:

• Assisting the modeler in problem and system definition. Intelligent user interfaces guide the
user in producing a quicker and more complete definition of the problem. Complex manufac-
turing systems are defined quickly with the selection and placement of icons and computer-
guided interrogation.

• Model building features in the form of interactive flow charting (block or network diagrams)
with a one-to-one correspondence to the simulation program. These features also include a
knowledge base consisting of a generic model that can be tailored to a specific model or
submodels that can be combined to form the required model using object-oriented programming.
Model building features tailored to specific industries allow access to simulation by nonsimu-
lation personnel.

• Evaluation of data requirements based on problem and system definition and objectives. Au-
tomatic data-acquisition capability to prepare the data directly from an external company da-
tabase.

• Model translation feature to provide automatic computer code generation using either program
generators or data-driven simulators and thus eliminating the need to teach users a simulation
language.

• Model verification features consisting of expert diagnosis programs for debugging models. Out-
put and system animation features to evaluate the logical consistency of a model.

• Features to assist strategic and tactical planning. Automatic detection of steady-state and run-
down periods, testing for autocorrelation, and checking for sample size sufficiency.

• Experimentation and automatic search features to find the best combination of resource config-
urations and levels and operating strategies.

• Automatic documentation of experimental conditions in graphical or tabular form in addition
to standard simulation output.

• Highly developed graphical user interfaces that integrate the entire modeling process.

Successful new-generation simulation systems will be expected not only to automate the stages
of simulation but to integrate them as well. The following developments are expected to impact future
simulation software:

• The significant increase in research, development and application of object-oriented simulation.
This technology is becoming the choice for modeling large, complex, and distributed systems.
Modeling and simulation using an object-oriented language will increase due to its advantages
in compilation, execution, and extensibility (Roberts and Dessouky 1998; Keller and Tchernev
1997).

• With high level architecture (HLA), an individual simulation or set of simulations that was
developed for one purpose can be applied to another application. The HLA will provide a
structure that will support reuse capabilities available in different simulations that will reduce
the cost and time required. Through HLA, simulations can exchange data dynamically and
interact with each other as they run. HLA will facilitate interoperability, software interface, and
data exchanges. Simulation software will incorporate these developments, as is the case with
MODSIM III and Micro Saint (Yu et al. 1998).

• Artificial intelligence and simulation have mutually beneficial connections. Model-based expert
systems, simulations built out of neural networks, and smart interfaces to simulation tools are
commonplace. It is expected that AI and simulation will join forces to model and simulate
intelligent behavior (Wildberger 1999).

• Advances in parallel and distributed simulation are increasingly being applied to complex sys-
tems that require significant run times (George et al. 1999; Low et al. 1999; Fujimoto 1998).

• Web-based simulation to exploit Web technology is expected to grow. The number of languages
such as Simjava (a discrete-event simulation library for Java) is expected to increase (Triadi and
Barta 1999; Narayanan et al. 1997).

• Online simulation efforts for real-time management and control of complex systems will also
grow (Gonzales and Davis 1997).

• More specialized products for specific environments will be developed, e.g., TRANSIM by Los
Alamos Research Laboratories to simulate transportation and urban traffic.
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• Links between virtual reality and simulation will grow stronger.
• Developments in Internet applications, enterprise resource planning applications, and embedded

simulations will also impact the development of simulation tools (Banks 1998b).
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